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Introduction. State-of-the-art Answer Set Programming (ASP) [12, 13] systems
(SOTA-systems) work according to the so-called ground-and-solve paradigm: In
the first step, a program Π is grounded by instantiating the variables of each
rule r ∈ Π by the domain values [14]. In the second step, the grounded program
G(Π) is solved by extended SAT-like systems [11]. For grounding, SOTA-systems
typically rely on SOTA-grounders, which use the so-called bottom-up/semi-naive
grounding approach [10]. Grounding a rule r ∈ Π with SOTA-grounders, yields
an exponentially larger number of ground rules r′ ∈ G(r). Let dom(Π) be the
domain of the program Π and #var(r) be the number of variables of rule r, then
the grounding size of r is3: |G(r)| ≈ |dom(Π)|#var(r). For the entire program, this
translates to |G(Π)| ≈ |Π| · |dom(Π)|#var (for detailed definitions, see the full
paper [2]). This blow-up can yield instances where the grounding size prohibits
the program from being solved, which is called the grounding bottleneck [8].

Body-decoupled grounding (BDG) [3] is an alternative grounding procedure4

rooted in complexity theory. BDG partially alleviates the grounding bottleneck by
rewriting non-ground normal into ground disjunctive programs. This is done by
decomposing rules into (body) literals and grounding these literals individually,
resulting in a grounding size that is only dependent on the maximum arity
a of a program and a constant c depending on the rule type5: |BDG(Π)| ≈
|Π|·|dom(Π)|c·a. Although the theoretical properties of BDG are highly promising,
a naive application of BDG to problem instances is rarely beneficial. The reason
is that BDG pushes effort spent in grounding to the solving phase, thereby
introducing additional guesses. Similarly, naively using partial application via
hybrid grounding will also not bring substantial benefits [1]. Therefore, it is
essential to know when the usage of BDG is beneficial.

Contributions. In the paper accompanying this extended abstract, we present
heuristics called automated hybrid grounding. This heuristics decides when the
usage of BDG is beneficial, based on structural and data-driven properties.
Additionally, we implemented the heuristics in the newground3 prototype and
conducted experiments that are highly promising [2]. In this extended abstract,

3 For brevity we write ≈ |dom(Π)|#var(r) instead of O
(
|dom(Π)|#var(r)

)
.

4 We limit our discussion of alternative techniques to BDG and briefly mention other
promising approaches, such as lazy-grounding [16] or compilation-based grounding [7].

5 In the following, we assume c = 1, which holds for constraints.
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we focus on the general idea of the heuristics and briefly mention our empirical
results.

Heuristics. On a high level, the heuristics follows the dependency graph of the
non-ground program bottom-up and decides for each rule whether to ground
it with SOTA-grounders or BDG. The decision for each rule is based on two
parts: (a) First, the analysis of the structure of a rule and its corresponding
worst-case grounding size. Whenever the worst-case grounding size of BDG is
strictly smaller than that of SOTA-grounders, (b) the data part takes the final
decision whether to ground with BDG.
(a): The structure of a rule has an impact on whether a rule r ∈ Π shall be
grounded with BDG or with SOTA-grounders. Previously, the decision whether
to ground a rule by BDG was guided by intuition on the denseness of a rule.
By introducing heuristics, we transition from intuition to computation, by an-
alyzing the variable graph6 for each rule r ∈ Π, and performing a minimal
tree decomposition upon this graph with treewidth TWr. Recall that it is well
known that rewriting a rule based on a (minimal) tree decomposition may reduce
the grounding size of the rule significantly, as demonstrated by Lpopt [4] and
integrated into idlv [5]. These results are integrated into the heuristics. We
consider BDG to be applicable for a rule r ∈ Π if the worst-case grounding
size of BDG ≈ |dom(Π)|a is smaller than the worst-case grounding size of the
treewidth-aware rewritten rule ≈ | dom(Π)|TWr+1.
(b): The instance has a significant effect on whether grounding with BDG is
beneficial or not. This stems from the fact that the grounding size of BDG is
overwhelmingly dependent on the domain size, but not the shape or denseness
of the instance. The grounding sizes of SOTA-grounders and BDG are estimated.
For SOTA-grounders we take inspiration from the literature [9, 5], while for BDG,
we develop a novel procedure to estimate the grounding size.

Empirical Results. We implemented the heuristics in our prototype newground37

and conducted experiments on both grounding-heavy and solving-heavy bench-
marks. The solving-heavy benchmarks were taken from the 2014 ASP Competi-
tion [6], while the grounding-heavy benchmarks were taken from the BDG and
Hybrid Grounding papers [3, 1]. newground3 grounds and solves more instances
on grounding-heavy instances than SOTA-systems, while achieving approximately
the same results on solving-heavy instances.

Conclusion. The paper underlying this extended abstract introduces automated
hybrid grounding, which is a heuristics that decides when the usage of BDG is
beneficial [2]. This heuristics is based on a structural part, which is driven by the
treewidth of the variable graph, and a data part that estimates the grounding
sizes of BDG and SOTA-grounders. The empirical results are promising.

6 The variable graph G = (V,E) is constructed for a rule r ∈ Π, where V are the
variables in r, and e ∈ E iff two variables occur in the same predicate literal.

7 Supplementary material and prototype available at:
https://github.com/alexl4123/newground.
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Appendix with an Example

Consider the program Π shown in the listing below. We want to partition Π
properly into ΠH and ΠG , where ΠH is grounded by BDG and ΠG is grounded
by SOTA-grounders. We assume to be given an instance of a complete graph
defined by e/2. Line (1) (r1) guesses subgraphs defined by f/2. Line (2) (r2)
ensures that the subgraphs are undirected. Line (3) (r3) prohibits lines in the
subgraph containing at least 4 vertices and Line (3) (r4) prohibits cliques of size
at least 3. What is the proper partition?

1 {f(X,Y)} ← e(X,Y).
2 f(Y,X) ← f(X,Y).
3 ← f(X1 ,X2), f(X2,X3), f(X3 ,X4), X1 ̸= X2, X2 ̸= X3 , X3 ̸= X4.
4 ← f(X1 ,X2), f(X1,X3), f(X2 ,X3), X1 ̸= X2, X1 ̸= X3 , X2 ̸= X3.

Structure: A proper partition is ΠG = {r1, r2, r3} and ΠH = {r4}: For r1 and
r2 there are #var(r) = 2 and a = 2 - therefore, the asymptotic grounding sizes of
BDG and SOTA-grounders match. In this case it is never useful to ground with
BDG, as BDG introduces additional guesses8. r3 has #var(r) = 4 and a = 2,
therefore a naive partition would use this rule with BDG. However, observe the
structure of the variable graph of r3. Using structural decomposition techniques
such as Lpopt [4] (and implemented in IDLV [5]), which compute a minimal tree
decomposition of the variable graph, we obtain rewritten rules with at most 2
variables. Therefore, the asymptotic grounding sizes match, where the usage of
BDG is not beneficial. Lastly, rule r4 has #var(r) = 3 and a = 2. In this case
structural decomposition yields no benefit, as the rewritten rules have 3 variables
as well. Therefore, the asymptotic grounding size of BDG is smaller than that
of SOTA-grounders, and so r4 ∈ ΠH. Therefore, we consider rule denseness as
the treewidth of the variable graph of the rule and consider this as the structural
part of our heuristics - we are left to show what the data-driven part is.
Data: Let us define a program Π ′ = {r1, r4}. In the following we are focusing
on the grounding size of solely r4 ∈ Π ′. Let us consider two types of input data:
The first type is a (dense) complete graph of size n. The grounding size of BDG
is ≈ n2, whereas the grounding size of SOTA-grounders is ≈ n3. However, we
obtain entirely different results when we consider other types of input data. Let
the second type of input data be a (sparse) line input graph of size n. The
grounding size of BDG remains ≈ n2, whereas not a single rule is instantiated for
SOTA-grounders. To incorporate this difference in data denseness, we estimate
the grounding sizes of SOTA-grounded rules with methods from the literature [15,
9, 5], and introduce a novel method for estimating the grounding size of BDG.

8 e/2 is stratified, which enables SOTA-grounders to use optimizations. Current BDG
implementations cannot rewrite choice rules; normal rules r1, r2 introduce overhead.


